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# **CS-218**

**Data Structures and Algorithms**
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**INTRODUCTION**

This workbook has been compiled to assist the conduct of practical classes for CS-218 Data Structures and Algorithms. Practical work relevant to this course aims at providing students understanding of the concepts of information organization and manipulation in order to pursue advanced courses in this discipline.

The goal of this workbook, therefore, is to present elegant, yet fundamentally simple ideas for the organization and manipulation of data.

The Course Profile of CS-218 Data Structures and Algorithms lays down the following Course Learning Outcome:

**“Practice with algorithms for widely used computing operations**” **(C3, CLO-3)**

All lab sessions of this workbook have been designed to assist the achievement of the above CLO. A rubric to evaluate student performance has been provided at the end of the workbook.

Lab sessions 1 & 2 cover basic Memory model and built-data structures along with its operations. Lab session 3 is about binary search algorithm. Lab sessions 4 & 5 discuss matrix operations, storage and retrieval. Lab session 6 deals with Linked list implementation and its operations. Lab sessions 7 & 8 covers stack data structure and its application in processing arithmetic expressions. Lab session 9 demonstrates recursive algorithms. Lab session 10 deals with sorting algorithms on list of elements. Lab session 11 discusses queue data structure. Lab session 12 explains implementation of binary trees. Lab session 13 covers heap along with its operations. Lab session 14 deals with graph and its traversal algorithms.

|  |  |  |
| --- | --- | --- |
| Lab Session No. Title Page No. | | |
| 1 2  3  4  5  6  7  8  9  10  11  12  13  14 | Explore memory models with example programming language Practice following operations with built-in data structures   1. Insertion 2. Deletion 3. Linear search   Implement binary search algorithm  Implement matrix operations using multidimensional arrays  Explore sparse matrices and their applications  Implement linked list and practice following operations   1. Insertion 2. Deletion 3. Searching   Implement stack operations  Use stack data structure for processing arithmetic expressions  Implement recursive algorithm  Implement queue and practice following operations   1. Insertion 2. Deletion   Implement sorting algorithms on a list of elements  Implement binary tree traversal algorithms  Implement heaps and practice following operations   1. Insertion 2. Deletion 3. Sorting   Implement graph traversal algorithms | 1  9  15  19  23  29  35  41  47  53  59  63  69  73 |
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**Lab Session 01**

#### ***Explore memory models with example programming language***

**VARIABLES AND MEMORY MANAGEMENT**

In traditional programming languages, variables are often thought of as being named memory locations. Applying that idea to Python, you might think of a variable in Python as a place, corresponding to a location in the computer's memory where you can store an object, but that’s not an accurate assumption.

For example, when you do an assignment like the following in C, it actually creates a block of memory space so that it can hold the value for that variable.

**int** a = 1;

Think of it as putting the value assigned in a box with the variable name as shown below.

![Description: int a =1;](data:image/png;base64,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)

And for all the variables you create a new box is created with the variable name to hold the value. If you change the value of the variable the box will be updated with the new value. That means doing

a **=** 2;

will result in:
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Assigning one variable to another makes a copy of the value and put that value in the new box.

**int** b **=** a;
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In Python variables work like tags. When you do an assignment in Python, it tags the value with the variable name.

a **=** 1

![Description: a = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAABRCAYAAABfccGGAAAABGdBTUEAALGPC/xhBQAAACBjSFJNAAB6JgAAgIQAAPoAAACA6AAAdTAAAOpgAAA6mAAAF3CculE8AAACC2lUWHRYTUw6Y29tLmFkb2JlLnhtcAAAAAAAPHg6eG1wbWV0YSB4bWxuczp4PSJhZG9iZTpuczptZXRhLyIgeDp4bXB0az0iWE1QIENvcmUgNS40LjAiPgogICA8cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPgogICAgICA8cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0iIgogICAgICAgICAgICB4bWxuczp0aWZmPSJodHRwOi8vbnMuYWRvYmUuY29tL3RpZmYvMS4wLyI+CiAgICAgICAgIDx0aWZmOlJlc29sdXRpb25Vbml0PjI8L3RpZmY6UmVzb2x1dGlvblVuaXQ+CiAgICAgICAgIDx0aWZmOkNvbXByZXNzaW9uPjE8L3RpZmY6Q29tcHJlc3Npb24+CiAgICAgICAgIDx0aWZmOk9yaWVudGF0aW9uPjE8L3RpZmY6T3JpZW50YXRpb24+CiAgICAgICAgIDx0aWZmOlBob3RvbWV0cmljSW50ZXJwcmV0YXRpb24+MjwvdGlmZjpQaG90b21ldHJpY0ludGVycHJldGF0aW9uPgogICAgICA8L3JkZjpEZXNjcmlwdGlvbj4KICAgPC9yZGY6UkRGPgo8L3g6eG1wbWV0YT4KD0UqkwAACglJREFUeAHtnHtwVcUdx5PwSCIkQmlEQDo1RiqNII+QFIgabYsjLY/WsYwjtdOpfzi17QDTVm21M9Y600EsWkRbnI7WllarQym2DtWppSDWEEIiw6NlqA8o5NXJYHiE5EJuP9+Ts3dOTu4NRHLvnhPPzmx+u7/9ncd+9nd/Z3fPgaysKEUEIgIRgYhARCAiEBGICEQEIgIRgYhARCAiEBGICEQEIgIRgYiABQLZFq6Z8pKzZs26tKur6z0Mco1Rdnb2lJ07d+4x9bDLnCB1ANg/4n4SsIN0bwN1L4EBPmPGjAV06q6B6lhQzxMI4MC+idDxPJACFeLSMWi2gWfPnDnzu3Tsz+SL0tHBoJ1zqK0bmj59+jU5OTlruP61eLet28j4dTMOvLy8fEwsFnsO2DfT248OaXdoMx5Szp49WwTs+X7Y8Xj83+gOuvc1aEXGgScjCexNTAk/Q25K1j6YdFaBA/oweemuXbsW1dfXHxtMYFP1JeMxXDcC5DoelOva2tqeOXjwYEeqmxuMehsPLV0zngwmM5c3iO9zvW0MzK3k6pqamsNefVjLNkJKUtipAPJreJHYfoj5+v6ysrIeg5HqmCDrbQBPyQPvHpGyMSvrKuBvZlVa0odN4JsCAxyQ1wJ0ShJijxJStrr6kZQfTGITGpWNGN4LDuHiKpRvkS/2NwJ4Snt7+4Hc3Nz9lItp72DhNGb37t0n/bZhqFv38NLS0uGA+gO5F2wDcO/evZ3A3ujWc4cOHZrsl2DMAy2tA8/Ly1sBIQcgIeV4Klq0NZo2Yn2BKYdNWgU+d+5cgbvHhXYKqeV90oSHX2oaKLeYctikVeDE5tsANkrQ8OAnyEkXQQo7TA1vd+GeIu1zy6ETVoFDa7EhBtCnTNkv8/PzbyGMjHX1ryim+23CUrcGvKqqKg9INwgUnr2HvZT3VE6W2GG82+gZmJ+ZchilNeDHjx8vIxYLutJr3aL3XwZjslnuY7+5rq7un72twqOxBhyQnzaYAFpnyn4J5IVGh6evMuWwSmvAgTzeAy3lxhQh5HrX7hDe/brnmFAWrQGHVuKlMZ57IhU9PHyi26aw06+Nr1TntKm3sh+uDuO5cWA6fR8yZIgz8HhwpRcGu4PlhJ5qVxfaqaC3T9Y8nJDSZm4E+KNN2SvRe7/Cinnbwlq26eFHjYcD7xPJADIozXi404Tt1V4bd8PrCnTjyIW0qy8xBukY5SNscG0P4gaXtd1CgCl8bCNnAegxPthcrrIv5WCnPZQi8jFCT8mOHTta0a2jfqfPtkcV8K0M2GMof15bW/tBj0aLFWshhU2rt+l3l/oOnPIUDNRuVqCjsHuBuK6Ph/qErXMB+2OIH5PfZ4Aemj17turWkzUPV88BUY+4hhxjAMZs3769124hoPI7OztrsZlMTiRCzWl+GT9EoQ2vDwDcxWwnDzmagalC9w3a85EmneCYJ8+cOfMooabZKDMtrQLHW1cC4XvqNHIJn0toX7xX4rvxYiD+g4bL1IjtWcRi7PVNYtJUUVExlji+AujfxGCkx+gUunUMziPMio569BkpWgsp6h0QN5he4plLTdkvadPbHb2ocBLAlvcFW0bV1dVN2NxD3P8k1Z+QTRy/iAFbxjnfYcB/ya9MD96MJaserl7S4QOIK+W15Cvwuvf9vcfmZXRfdPXrkXdjq1/GPGQceJsJSauShST3GF3nYgbqWwzycuQYo0fqOfES51jFpxg1Hn1aitaB8/J4GQBWu717khlFYmdQOrzwNpj+TmXkO+QbgfMq1UnSmYR+D+epPNeMZOrUqSOGDRt2F8fpTZN3e0Gzpa2cZzXn2ESb80A35x8oaR04LxdG4p3v0qGPk2N0Wv+mRw/CLOJwIQ/MAwDWXnhcD0NCxJeAskztnqQ3QEXoVyqMePQpiyUlJbmFhYV3cD39Uq70Gb7LNRfg8Ht9+guuWo3hunteJmgfRTFWaRhZc2znvniw3e/CVtuvCDfywC+o4kkn0cljleZ3i3P/1Sd2DM7TeLO+d/kyR7zhOepyBtdsmnnUF160DlxdKCgoWIvQFFFh4zri7cN8R3455e9IRzpGvs8pdQ+KW3QWTW9R0ftQhYQhiYbzL3QB/o8M7K0cclKHcd12vgxQWBnwFAjgW7ZsOUOHNUtxwCHvxbu3Is1eyk/xxP9pqofOgYJ0EnB2UnjErW5xZb8FHq1f2QgdyMCtYpbz336f5DwOsB7DvffIA3IhAF9Cp9CSSAB4GSDaVJlHOS/R0LOgOXUZA9PQU33uGted7g6cHPAo8/dJ6dqHCYSHGyQ8LDcBVDG6xegkgbEA/UIP7AbKL6BvdPNvCAEVHwa2e/7HkQ4LzntfumDrWoHycN2Qkv4dECHlXopfIxdJ56Z9AH62o6PjKfdha/RGarNrJZU7yKPIh7D/PjE6scAyhkYyLV0C5OdVx7YG2woVTftAy0ACN50E/CTA76GuEKPZzDS8+D+m3S/1L+OA91vyevI2AP4amw6OKfXbqu7Oyf9FUVsGmMfnAFwP4bSlQIUUfy/Zij0ABHms0kjKG7Vi7K72/su08W1ALyZro+pOLLSiHN3bslvDAuh+SoKt9Fy6YesigQauGwTeg8B70y1fTX0TnnmJ6v5EeLgJncLOZ7F7HbmPetLwwIPyU7RptSnXbuMZcF4LJtlfSAo8cMJBDE/UwsQJJcC5jnotO4iz/B0H8vXo9Fncalakf6euuXzSPmLzhGx1Duwe0GaXyulOSW8m3Rft7/kFg3n6PI6TxypdBrBtePTXu6vdf4n369DvAOBf2fd+jbL2Vy5x5+8JU467Hf3nXEV9cXHx2kRjmguBfmj6+659Fz7MfxZYt3ja1rBSXaHFk0eXsujOgPZjoNmPNqjm8CsyXwakPG6gGj7MUnigrt3v87S0tHQ2NDS8OGHCBL3BryLLYSrY4KqcOHHiX44cOdJOvc80btw47dXMlhHhZi0Pyqf7PGCAG0MRUnx9jrNAehhYi8htbtuNhJMaZjDOh/0++0SVB+V8jlkqBfIwX+X+INGYoUKoQoqfCbF4MuHlT+jN9qrm6l8lRGz0206bNm0UD1LN6SeoDeA3492b/XbprofRwxNMALafcKKV4auuUu8uN+DpDyB7OBPTvjXoHNgM0jM2YOseQxXDdcP+1NzcfLqysvL3ra2tBYBUbBboG8aPH19aVFT0SlNTU4xfwlfQPaRjFUoIP4sbGxtPq57p1MMLMn3xgb6epolA/wXndebXyN1MDb/NlFJhR3sremv0eVakf6NsJQ0q4CLIemgOc/ANQB7rJ4p3ryaUOKtLf1um6qGO4ckg8R7yzeHDh5fRtsvXXs//XmHeGvmaMlcddMCFTm9rgF5Jcb2L8gQzlCUftf8qxO17ZgVz70V6o5PZq0ZXiwhEBCICEYGIQEQgIhARiAj0SeD/KNKzUCpvwGMAAAAASUVORK5CYII=)

and if you change the value of the variable, it just changes the tag to the new value in memory. You don’t need to do the housekeeping job of freeing the memory here. Python's Automatic Garbage Collection does it for you. When a value is without names/tags it is automatically removed from memory.

a **=** 2
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Assigning one variable to another makes a new tag bound to the same value as show below.

b **=** a
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Other languages have 'variables'. Python has 'names'.

**PYTHON'S MEMORY MANAGEMENT**

As you have seen before, a value will have only one copy in memory and all the variables having this value will refer to this memory location. For example when you have variables a, b, c having a value 10, it doesn't mean that there will be 3 copies of 10s in memory. There will be only one 10 and all the variables a, b and c will point to this value. Once a variable is updated, say you are doing a += 1 a new value 11 will be allocated in memory and a will be pointing to this.

Let's check this behavior with Python Interpreter. Start the Python Shell and try the following for yourselves.

**>>>** a **=** 10

**>>>** b **=** 10

**>>>** c **=** 10

**>>>** id(a), id(b), id(c)

(140621897573616, 140621897573616, 140621897573616)

**>>>** a **+=** 1

**>>>** id(a)

140621897573592

id() will return an objects memory address (object's identity). As you have noticed, when you assign the same integer value to the variables, we see the same ids. But this assumption does not hold true all the time. See the following for example:

**>>>** x **=** 500

**>>>** y **=** 500

**>>>** id(x)

4338740848

**>>>** id(y)

4338741040

What happened here? Even after assigning the same integer values to different variable names, we are getting two different ids here. These are actually the effects of CPython optimization we are observing here. CPython implementation keeps an array of integer objects for all integers between -5 and 256. So when we create an integer in that range, they simply back reference to the existing object.

**Let's take a look at strings now.**

**>>>** s1 **=** 'hello'

**>>>** s2 **=** 'hello'

**>>>** id(s1), id(s2)

(4454725888, 4454725888)

**>>>** s1 **==** s2

True

**>>>** s1 **is** s2

True

**>>>** s3 **=** 'hello, world!'

**>>>** s4 **=** 'hello, world!'

**>>>** id(s3), id(s4)

(4454721608, 4454721664)

**>>>** s3 **==** s4

True

**>>>** s3 **is** s4

False

When the string was a simple and shorter one, the variable names where referring to the same object in memory. But when they became bigger, this was not the case. This is called interning, and Python does interning (to some extent) of shorter string literals (as in s1 and s2) which are created at compile time. But in general, Python string literals create a new string object each time (as in s3and s4). Interning is runtime dependent and is always a trade-off between memory use and the cost of checking if you are creating the same string. There's a built-in intern() function to forcefully apply interning.

Now we will try to create custom objects and try to find their identities.

**>>>** **class** **Foo**:

**...** **pass**

**...**

**>>>** bar **=** Foo()

**>>>** baz **=** Foo()

**>>>** id(bar)

140730612513248

**>>>** id(baz)

140730612513320

As you can see, the two instances have different identities. That means, there are two different copies of the same object in memory. When you are creating custom objects, they will have unique identities unless you are using [Singleton Pattern](http://foobarnbaz.com/2010/10/06/borg-pattern/) which overrides this behavior (in \_\_new\_\_()) by giving out the same instance upon instance creation.

**EXERCISE**

1. For the given program, find the memory address(es) of the variable *n* for 5 iterations. Note down the observations.

#print in triangle

x=int(input("enter the number"))

for n in range(0,x):

n +=1

print ("\*" \*(0+n))

for n in range(-x,0):

n +=1

print ("\*" \*(0-n+1))

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. Write a Python script to concatenate following dictionaries to create a new one. Find the addresses of the three dictionaries and the concatenated dictionary as well. Note you’re your observations. Can you find the address of individual key-value pair?

Sample Dictionary :

dic1={1:10, 2:20}

dic2={3:30, 4:40}

dic3={5:50,6:60}

Expected Result : {1: 10, 2: 20, 3: 30, 4: 40, 5: 50, 6: 60}

Write the program here. Attach the printout of output

1. Write down a python script to remove duplicates from the list. Note down the addresses of list before and after the removal of duplicates.

Write program here. Attach the printout of output

1. Write a Python program to count the elements in a list until an element is a tuple. Note down the addresses of the tuple as well as the list.

Write program here. Attach the printout of output

Lab Session 02

#### 

***Practice following operations with built-in data structures***

***i. Insertion***

***ii. Deletion***

***iii. Searching***

**DATA STRUCTURES**

Data structures are used to store a collection of related data.

There are four built-in data structures in Python – list, tuple, dictionary and set. In this lab session, insertion, deletion and searching algorithms would be covered for list. Other data structures are left to be explored in the exercise section.

**ALGORITHMS FOR LIST**

List is a type of container that is used to store multiple data at the same time. The elements in a list are ordered and can be heterogeneous. Lists are mutable objects. The elements are indexed according to a definite sequence.

**Algorithm A2.1: ins(data, pos)**

This algorithm inserts the data at the position specified in the argument.

1. Slice a list from index 0 till pos. Call it list1.

2. The list from pos till length of the initial list will be list 2.

3. Concatenate the element or sub-list with list 1.

4. Concatenate the list obtained from step 3 with list 2.

5. Print the final list

**Algorithm A2.2: dele(data)**

This algorithm removes the data if available in the list.

1. For i in the range of length of the list, check whether data is there at any index position.
2. If there is a match, slice the list from 0 till index value i, call it list 1.
3. The list from i+1 till length of the initial list will be list 2.
4. Concatenate the list obtained from step 2 with list 2.
5. Print the final list.

**Algorithm A2.3: search(data)**

This algorithm finds the data in the list and returns the position of the data value.

1. For i in the range of length of the list, check whether data is there at any index position.
2. If there is a match, return the index value i.
3. Print the value of the index.

**EXERCISE**

1. Implement algorithms A2.1 to A2.3 in the form of functions. Compare the implemented functions with built-in functions available for list data structure in terms of execution time. Note down your observations.

*Hint: Use* timeit *module.*

Write program here. Attach printout of output

Write program here. Attach printout of output

1. Develop algorithms for insertion, deletion and searching for dictionary and tuple data structure. Implement all the algorithms and compare them with built-in functions available for respective operations in terms of execution time. Note down your observations.

Write program here. Attach printout of output

Write program here. Attach printout of output

Lab Session 03

#### 

***Implement binary search algorithm***

**BINARY SEARCH**

Suppose DATA is an array that is sorted in increasing (or decreasing) numerical order or, equivalently, alphabetically. Then there is an extremely efficient searching algorithm, called *binary search,* which can be used to find the location LOC of a given ITEM of information in DATA.

The binary search algorithm applied to our array DATA works as follows: During each stage of our algorithm, our search for ITEM is reduced to a segment of elements of DATA:

DATA[BEG], DATA[BEG+1], DATA[BEG+2], . . ., DATA[END]

Note that the variables BEG and END denote, respectively, the beginning and end locations of the segment under consideration. The algorithm compares ITEM with the middle element DATA[MID] of the segment, where MID is computed as

MID = INT((BEG + END) / 2) (INT(A) refers to the integer value of A.)

If DATA[MID] = = ITEM, then the search is successful and we set LOC = MID.

Otherwise a new segment of DATA is obtained as follows:

1. If ITEM < DATA[MID], then ITEM can appear only in the left half of the segment:

DATA[BEG], DATA[BEG+1], . . . , DATA[MID-1]

So we reset END = MID –1 and begin searching again.

1. If ITEM > DATA[MID], then ITEM can appear only in the right half of the segment:

DATA[MID+1], DATA[MID+2], . . . , DATA[END]

So we reset BEG = MID +1 and begin searching again.

Initially, we begin with the entire array DATA; i.e., we begin with BEG = 0 and END = N-1.

If ITEM is not in DATA, then eventually we obtain BEG > END.

This condition signals that the search is unsuccessful, and in such a case we assign LOC = NULL. Here NULL is a value that lies outside the set of indices of DATA.

**Algorithm**

**Algorithm A3.1: BINSEARCH(DATA, ITEM)**

1. Set BEG = 0, END = N-1 and MID = INT((BEG + END) / 2)
2. Repeat steps 3 and 4 while BEG <= END AND DATA[MID] ≠ ITEM
3. If ITEM < DATA[MID], then Set END = MID – 1, Else Set BEG = MID + 1
4. MID = INT((BEG + END) / 2)
5. If DATA[MID] = ITEM, then Set LOC = MID Else Set LOC = NULL
6. Exit

**Exercises**

1. Write a program in Python that makes use of the above implementation as a function. Your program should input the array from the user. Also compare the execution time of function with built-in search function available and write down the results.

|  |
| --- |
| Write program here. Attach printout of output |

1. Analyze the *binary search* algorithm for the best, average and worst cases. Express your results in Big O notation.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Construct a function to take input of an array from the user and prompt the user if he enters unsorted data. Modify the *binary search* algorithm presented here so as to insert the element in the array if the search remains unsuccessful. Make sure that the array remains sorted after the insertion. Implement the revised algorithm in Python.

Write the program here. Attach screenshot of output.

Write program here. Attach printout of output

Lab Session 04

#### 

***Implement matrix operations using multidimensional arrays***

# **MATRIX**

We consider two input matrices and of order . We need to compute , where C is of order .

If A is of order , and B is of order , then multiplication is possible only if . is of order .

**Algorithm**

**Algorithm A4.1: MATMUL(A,B)**

Here A and B both are of order .

1. For i = 0 to n-1
2. For j = 0 to n-1
3. C[i][j] = 0
4. For k = 0 to n-1
5. C[i][j] = C[i][j] +A[i][k]\*B[k][j]
6. End for
7. End for
8. End for
9. Return

**Exercises**

1. Implement the above algorithm in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Considering A is of order rAxcA, and B is of order rBxcB, revise the above algorithm and implement it in Python. cA=rB, but rA, rB and cB  can be different quantities.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Analyze the algorithm MATMUL() and express your result in Big O notation.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

Lab Session 05

#### 

###### *Explore sparse matrices and their applications*

# **SPARSE MATRICES**

Matrices with a high proportion of zero values are called sparse matrices. Sparse matrices can be useful for computing large-scale applications that dense matrices cannot handle. A sparse matrix data structure is described and used in subsequent algorithms for the matrix exponential, linear simulation, and frequency response matrix calculations. The sparse matrix techniques require no special computer hardware such as aprallel or vector processors. The algorithms are applied to several typical aircraft flight control system state models. Two general forms are given below. Zero entries are left empty.

B =

Triangular Matrix Tridiagonal Matrix

In triangular matrix, all entries on and below the main diagonal are non-zero. In tridiagonal matrix, all entries on the main diagonal and entries immediately above and immediately below the main diagonal are non-zero.

To conserve space, we store a sparse matrix in a uni-dimensional array, omitting zero entries.

Consider the triangular matrix A. It has 1 non-zero entry in row 0, 2 non-zero entries in row 1, 3 non-zero entries in row 2, and n non-zero entries in row n-1. Total non-zero entries will determine the size of the uni-dimensional array U.

Size of U = 1 + 2 + 3 + … + n = ½ \* n \* (n+1)

U[0] = A[0][0], U[1] = A[1][0], U[2] = A[1][1], U[3] = A[2][0] and so on.

To retrieve A[J][K], we assume, U[L] = A[J][K]. L represents the number of elements in U up to and including A[J][K]. In the rows before row J, there are 1 + 2 + 3 + … + J = ½ \* J \* (J+1) non-zero numbers. In row J, there are K+1 elements upto and including A[J][K]. Since the array U has starting index 0, we need to subtract 1 from L.

L = ½ \* J \* (J+1) + K + 1 – 1 = ½ \* J \* (J+1) + K

So, U[½ \* J \* (J+1) + K] = A[J][K]

**AlgorithmS**

A is a triangular sparse matrix of order nxn. U is a uni-dimensional array of size ½\*n\*(n+1).

**Algorithm A5.1: STORETRIANGULAR(A)**

1. i=0
2. For j = 0 to n-1
3. For k = 0 to j
4. U[i] = A[j][k]
5. i++
6. End for
7. End for

**Algorithm A5.2: RETRIEVETRIANGULAR(U)**

1. For j = 0 to n-1
2. For k = 0 to n-1
3. If k > j, A[j][k] = 0
4. Else A[j][k] = U[½\*j\*(j+1)+k]
5. End for
6. End for

**Exercises**

1. Implement the algorithms A5.1 and A5.2 in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Analyze the givenalgorithms and express your result in Big O notation.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Find the size of U for a tridiagonal matrix B. Find the formula for L if U[L] = B[J][K].

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Develop an algorithm to store non-zero entries of B in U.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Develop an algorithm to retrieve B from U.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. SciPy. (pronounced "Sigh Pie") is a free and open-source Python library used for scientific computing and technical computing. SciPy provides tools for creating sparse matrices using multiple data structures, as well as tools for converting a dense matrix to a sparse matrix. Write a program to define a 3 x 6 sparse matrix as a dense array, convert it to a CSR (Compressed sparse row) sparse representation, and then convert it back to a dense array.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Implement linked list and practice following operations:***

***i. Insertion***

***ii. Deletion***

***iii. Searching.***

**LINKED LIST**

A linked list consists of a set of nodes, each of which has two fields: an information field and a reference to the next node in the list.

Info X

Info next

Info next

Info next

Linked implementations of a list can provide more efficient insertion and deletion of items than an array implementation, but they lack random access and require more memory. Such implementations are typically more difficult to write correctly than array implementations since the programmer has to keep careful track of the necessary references.

In Python, Node class (given below) can be used to create the nodes in a linked list.

class Node:

def \_\_init\_\_(self, item, next=None):

self.item = item

self.next = next

def getItem(self):

return self.item

def getNext(self):

return self.next

def setItem(self, item):

self.item = item

def setNext(self, next):

self.next = next

In the Node class there are two pieces of information: the item is a reference to a value in the list, and the next reference which points to the next node in the sequence.

**ALGORITHMS**

Linked List Creation

Create a linked list (object of class LinkedList) with reference to the first node in the linked list and the last item in the linked list. They both point to a head node to begin with. This node will always be in the first position in the list and will never contain an item.

**Algorithm A6.1: Inserting a new node according to index position**

1. Declare a cursor variable that points to the first node initially and index variable indicating the position.
2. If index is less than the total number of elements in the list (nodes), then move the cursor till the reference pointing to the node at index position and perform steps 3 to 5, else perform step 3 only and insert the element at the end of list.

info next

info next

Cursor here if index=2

1. Create a new node object with the desired value (info) and reference to the next node.

? ?

info next

1. Set the reference of the newly allocated node to point to the next variable of the node after the index value.

val

info next

val2

val1

1. Change the link field of the node before the index value to point to the newly created node. Increment the total number of nodes in the list.

val

info next

val2

val1

**Algorithm A6.2: Searching for an item**

1. Declare a cursor variable, N that is initially set to point to the first node in the list.
2. While (N points to a non-None node of the list)

If value in the info field of N’s referent equals the item to be searched, return the referred node in the cursor.

Else advance the cursor variable to point to the next node in the list.

1. Return N’s value, None, as the result of list search if item not found.

**Algorithm A6.3: Deleting the node on the basis of match**

After performing the steps mentioned in the above algorithm, follow the steps given below.

1. If the list has exactly one node, load None in the next variable of first node and return. Else declare and initialize precursor and cursor variables to point to the node to be deleted and the node previous to it respectively.

2. For deleting the desired node advance the cursor variable to point to the node next to the one to be deleted. Initialize the precursor variable to point to the node following the deleted one.

**EXERCISES**

a) Implement the linked list creation (as described under the heading of algorithm) in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |

b) Implement all the algorithms as separate procedures and demonstrate their use in a program.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. A doubly linked list is one in which there are two pointers (next variables) in a node, one pointing to the next node and the other pointing to the previous node. Design all above algorithms for a doubly linked list and use them in a program.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

#### ***Implement stack operations***

STACK

A stack is a list of elements in which an element may be inserted or deleted only at one end, called the top of stack, denoted TOS. This means, in particular, that elements are removed from a stack in the reverse order of that in which they were inserted into the stack. For this reason stack is regarded as *Last-In, First-Out* (LIFO) structure.

Special terminology is used for two basic operations associated with stacks:

1. “Push” is the term used to insert an element into a stack.
2. “Pop” is the term used to delete an element into a stack.

Suppose we push five elements a, b, c, d, e, f, in order, onto an empty stack. Thus the stack will be represented as follows:

STACK: a, b, c, d, e, f

The TOS will point to the f indicating that it is the most recently inserted item onto stack. Since the stack can’t be accessed anywhere except the TOS, therefore e can’t be removed before f.

The key point in using stacks is that they are useful in the situations wherever decisions are postponed. For example,

* Keeping track of return addresses in case of procedure calls and returns. This feature is of course very valuable for interrupt processing.
* Implementing Recursion (to be discussed in a subsequent lab)
* Processing arithmetic expressions (to be discussed in a subsequent lab)

ALGORITHMS

Before developing algorithms for stack operations, we must decide on stack implementation i.e., we should first answer the question how to represent a stack in the computer’s memory.

A Stack class can be implemented in at least a couple different ways to achieve the computation complexities outlined in this table. Either a list or a linked list will suffice.
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Algorithm A7.1: PUSH (STACK, TOS, MAXSTK, ITEM)

This algorithm pushes an ITEM onto a stack.

1. /\* Check for OVERFLOW. An overflow is said to occur when an attempt is made to insert onto a stack when it already contains maximum number of elements \*/

if (TOS = = MAXSTK – 1) then PRINT “OVERFLOW” and return.

1. Set TOS = TOS + 1.
2. Set STACK[TOS] = ITEM.
3. Return.

Algorithm A7.2: POP (STACK, TOS, ITEM)

This algorithm deletes the top element of STACK and assigns it to the variable ITEM

1. /\* Check for UNDERFLOW. An underflow is said to occur when an attempt is made to delete from an empty stack \*/

if (TOS = = -1) then PRINT “UNDERFLOW” and return.

1. Set ITEM = STACK[TOS].
2. Set TOS = TOS –1.
3. Return.

EXERCISES

1. Construct the stack class and implement the algorithms A7.1 and A7.2 for stack operations in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

In the exercises (b) to (e), show the result of operation on the stack. If overflow or underflow occurs, check the appropriate box; otherwise, show the new contents of the array, the TOS, and ITEM. (*Note:* Some values in the array may not be elements in the stack.)

1. PUSH (STACK, ITEM)

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| C | A | M | E | L |

0 1 2 3 4

TOS = 2

ITEM = ‘K’

Overflow? Underflow?

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |

0 1 2 3 4

TOS =

ITEM =

1. PUSH (STACK, ITEM)

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| M | A | N | G | O |

0 1 2 3 4

TOS = 4

ITEM = ‘X’

Overflow? Underflow?

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |

0 1 2 3 4

TOS =

ITEM =

1. POP (STACK, ITEM)

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| L | E | M | O | N |

0 1 2 3 4

TOS = 0

ITEM = ‘X’

Overflow? Underflow?

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |

0 1 2 3 4

TOS =

ITEM =

1. POP (STACK, ITEM)

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| F | E | T | C | H |

0 1 2 3 4

TOS = 4

ITEM = ‘K’

Overflow? Underflow?

STACK

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |

0 1 2 3 4

TOS =

ITEM =

1. Show what is printed by the following segment of code.

ClearStack(STACK) # Initializes STACK as empty

X = 4

Z = 0

Y = X + 1

PUSH (STACK, Y)

PUSH (STACK, Y + 1)

PUSH (STACK, X)

POP (STACK, Y)

X = Y + 1

PUSH (STACK, X)

PUSH (STACK, Z)

‘’’ empty ( ) is a function to test for empty stack ‘’’

while (!EMPTY (STACK)):

POP (STACK, Z)

print (Z)

print (“X = “, X)

print (“Y = “, Y)

print (“Z = “, Z)

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Demonstrate the use of stack class and its operations.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Use stack data structure for processing arithmetic expressions.***

**ARITHMETIC NOTATIONS**

The way we are used to seeing arithmetic expressions is called **infix** notation – the operator is **in** between the operands. Infix notation can be fully parenthesized, or it can rely on a scheme of operator precedence, as well as the use of parentheses to override the rules, to express the order of evaluation within an expression. For instance, the operators x and / usually have a higher precedence over the operators + and –.

For example, a + b \* c is sufficient to express that multiplication should be performed first. However, if we want to do the addition before multiplication, we must indicate this with the parentheses: (a + b) \* c.

The problem with the infix notation is its ambiguity. We must resort to an agreed-upon scheme to determine how to evaluate the expression. There are other ways of writing expressions, however, that do not require parentheses or precedence schemes. Such two schemes are **postfix** and **prefix** notations.

* POSTFIX NOTATION

It refers to the notation in which the operator symbol is placed **post** (i.e., *after*) its operands. For example:

|  |  |
| --- | --- |
| **Infix** | **Postfix** |
| A + B | AB+ |
| A - B | AB- |
| A \* B | AB\* |
| A / B | AB/ |

We translate, step by step, the following infix expressions into postfix notation using brackets [ ] to indicate a partial translation:

(a + b ) \* c = [ab+] \* c = ab+c\*

a + (b \* c) = a + [bc\*] = abc\*+

The fundamental property of postfix notation is that the order in which the operations are to be performed is completely determined by the positions of the operators and operands in the expression. Accordingly, one never needs parentheses when writing expressions in postfix notation.

* PREFIX NOTATION

It refers to the analogous notation in which the operator symbol appears **pre** (i.e., *before*) its operands.

|  |  |
| --- | --- |
| **Infix** | **Prefix** |
| A + B | +AB |
| A - B | -AB |
| A \* B | \*AB |
| A / B | /AB |

In the honor of its designer, a Polish mathematician Jan Lukasiewicz, it is referred to as **Polish** notation. It has the same property associated with it as described for postfix notation. (For obvious reason, postfix notation is also termed as reverse polish notation).

**ALGORITHMS**

**Algorithm A8.1: Evaluation of a Postfix Expression**

Suppose P is an arithmetic expression written in postfix notation. The following algorithm that uses a stack to hold operands, evaluates the VALUE of P.

1. Add a right parenthesis “)” at the end of P. /\* This acts as a sentinel \*/
2. Scan P from left to right and repeat steps 3 and 4 for each element of P until the sentinel “)” is encountered.
3. If an operand is encountered, push it onto stack.
4. If an operator **op** is encountered then:
5. remove the two top elements of STACK. (Let T be the top element and NT be the next-to-top element.)
6. evaluate NT **op** T
7. place the result of (b) back on STACK.
8. Set VALUE equal to the top element of stack.
9. Exit

**Algorithm A8.2: Transforming Infix Expressions into Postfix Expressions**

Suppose Q is an arithmetic expression written in infix notation. This algorithm finds the equivalent postfix expression P.

1. Push “(“ onto STACK, and add “)” at the end of Q.
2. Scan Q from left to right and repeat steps 3 to 6 for each element of Q until the STACK is empty:
3. If an operand is encountered, add it to P.
4. If a left parenthesis is encountered, push it onto STACK.
5. If an operator **op** is encountered, then:
6. Repeatedly pop from STACK and add to P each operator (on the top of STACK) which has the same precedence as or higher precedence than **op**.
7. Add **op** to STACK.
8. If a right parenthesis is encountered, then:
9. Repeatedly pop from STACK and add to P each operator (on the top of STACK) until a left parenthesis is encountered.
10. Remove the left parenthesis. [Do not add the left parenthesis to P]
11. Exit

**Algorithm A8.3: Evaluate Infix Expressions**

Suppose Q is an arithmetic expression written in infix notation. This algorithm uses two stacks an operator stack (to hold operators and left parenthesis) and an operand stack (to hold numbers) then evaluates the VALUE of Q.

* 1. Push “(“ onto operator STACK.
  2. Scan Q from left to right and repeat steps 3 and 4 until operator stack is empty.
  3. If an operand is encountered add it to operand stack.
  4. If an operator is encountered call OPERATE procedure.
  5. Set VALUE equal to the top element of the operand stack.

**Algorithm A8.3.1: OPERATE(operator, operator stack, operand stack):**

1. If the given operator is a left parenthesis we push it on the operator stack and return.
2. Else, while the precedence of the given operator is less than or equal to the

precedence of the top operator on the operator stack proceed as follows:

* 1. Pop the top operator from the operator stack. Denote this by the variable *topOp*.
  2. If *topOp* is a +*,*−*,* ∗*,* or / then operate on the number stack by popping the

operands, doing the operation, and pushing the result.

* 1. Else if *topOp* is a left parenthesis then the given operator should be a right parenthesis and return.

1. Push the given operator on operator stack and return.

**EXERCISES**

1. Implement the algorithms A8.1, A8.2 and A8.3 in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
| |  | | --- | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |

1. Compute the value of following postfix expressions using the algorithm A1.

(i) 1 4 18 6 / 3 + + 5 / +

|  |  |
| --- | --- |
| **Symbol Scanned** | **STACK** |
| 1 |  |
| 4 |  |
| 18 |  |
| 6 |  |
| / |  |
| 3 |  |
| + |  |
| + |  |
| 5 |  |
| / |  |
| + |  |

(ii) 3 1 + 2 ^ 7 4 – 2 \* + 5 –

|  |  |
| --- | --- |
| **Symbol Scanned** | **STACK** |
| 3 |  |
| 1 |  |
| + |  |
| 2 |  |
| ^ |  |
| 7 |  |
| 4 |  |
| – |  |
| 2 |  |
| \* |  |
| + |  |
| 5 |  |
| – |  |

1. Translate the following infix expression into its equivalent postfix expression using the algorithm A2.

((a + b) / c ) ^ ((d – e) \* f)

|  |  |  |
| --- | --- | --- |
| **Symbol Scanned** | **Stack** | **Postfix P** |
| ( |  |  |
| ( |  |  |
| a |  |  |
| + |  |  |
| b |  |  |
| ) |  |  |
| / |  |  |
| c |  |  |
| ) |  |  |
| ^ |  |  |
| ( |  |  |
| ( |  |  |
| d |  |  |
| – |  |  |
| e |  |  |
| ) |  |  |
| \* |  |  |
| f |  |  |
| ) |  |  |

1. Compute the value of following infix expression using the algorithm A3.
2. ( 6 + 5 ) \* 4 - 9

|  |  |  |
| --- | --- | --- |
| **Symbol Scanned** | **OPERATOR STACK** | **OPERAND STACK** |
| ( |  |  |
| 6 |  |  |
| + |  |  |
| 5 |  |  |
| ) |  |  |
| \* |  |  |
| 4 |  |  |
| – |  |  |
| 9 |  |  |
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#### 

#### ***Implement recursive algorithms***

**Recursion**

Recursion is an important concept in computer science. Many algorithms can be best described in terms of recursion. Recursion is the name for the case when a procedure P invokes itself or invokes a series of other procedures that eventually invokes the procedure P again. Then P is called a recursive procedure.

In order to make sure that program will not continue to run indefinitely, a recursive procedure must have the following two properties:

1. There must be certain criteria, called ‘base criteria’, for which the procedure does not call itself.
2. Each time the procedure does call itself (directly or indirectly), it must be closer to the baser criteria.

A recursive procedure with these two properties is said to be ‘well-defined’.

* FACTORIAL FUNCTION

The product of the positive integers from 1 to n, inclusive, is called *n factorial* and is usually denoted by n!

n! = 1 x 2 x 3 x . . . (n – 2) x (n – 1) x n

We know that 0! = 1. For every positive integer n; n! = n x (n – 1)!

Accordingly, the factorial function may also be defined as follows:

1. If n = 0, then n! = 1.
2. If n > 0, then n! = n x (n – 1)!

Obviously this definition is recursive, since it refers to itself when it uses (n –1)!. However, (a) the value of n! is explicitly given when n = 0 (thus 0 is the base value); and (b) the value of n! for arbitrary n is defined in terms of a smaller value of n which is closer to the base value 0. Accordingly, the definition is not circular, or in other words, the procedure is well-defined.

Suppose P is a recursive procedure. During the running of an algorithm or a program that contains P, we associate a *level number* with each given execution of procedure P as follows. The original execution of procedure P is assigned level 1; and each time procedure P is executed because of a recursive call, its level is 1 more than the level of the execution that has made the recursive call. The *depth* of recursion of a recursive procedure P with a given set of arguments refers to the maximum level number of P during its execution.

**ALGORITHM**

This algorithm calculates n! and returns the value in the variable FACT.

**Algorithm A9.1: FACTORIAL(FACT, n)**

1. if (n = = 0) then set FACT = 1 and return.
2. FACT = n x FACTORIAL(FACT, n –1 )
3. Return.

**Algorithm A9.2: Quick Sort**

QUICK(A, N, BEG, END, LOC)

Here A is an array with N elements. Parameters BEG and END contain the boundary values of the sublist of A to which this procedure applies. LOC keeps track of the position of the first element A[BEG] of the sublist during the procedure. The local variables LEFT and RIGHT will contain the boundary values of the list of elements that have not been scanned.

1. [Initialize.] Set LEFT:= BEG, RIGHT := END and LOC :=BEG.
2. [Scan from right to left.]
   * + 1. Repeat while A[LOC] ≤ A[RIGHT] and LOC ≠ RIGHT:

RIGHT := RIGHT - 1,

[End of loop.]

* + - 1. If LOC = RIGHT, then: Return.
      2. If A[LOC] > [RIGHT], then:

1. [Interchange A[LOC] and A[RIGHT],]

Temp := A[LOC], A[LOC] := A[RIGHT],

A[RIGHT] := TEMP.

1. Set LOC := RIGHT.
2. Go to Step 3.

[End of if structure.]

1. [Scan from left right, ]
2. Repeat while A[LEFT] ≤ A[LOC] and LEFT ≠ LOC:

LEFT := LEFT + 1,

[End of loop.]

1. If LOC = LEFT, than: Return.
2. If A[LEFT] > A[LOC], then
3. [Interchange A[LEFT] and A[LOC],]

Temp := A[LOC], A[LOC] := A[LEFT],

A[LEFT] := TEMP.

1. Set LOC := LEFT.
2. Go to Step 2.

[End of if structure.]

(Quicksort) This algorithm sorts an array A with N elements.

1. [Initialize. ] TOP := NULL.
2. [Push boundary values of A onto stacks when A has 2 or more elements.]

If N > 1, then: TOP := TOP + 1, LOWER[1] := 1, UPPER[1] := N.

1. Repeate Steps 4, to 7 while TOP ≠ NULL.
2. [Pop sublist from stacks.]

Set BEG := LOWER[TOP], END := UPPER[ TOP],

TOP := TOP -1.

1. Call QUICK(A, N, BEG, END, LOC). [Procedure 6.5.]
2. [Push left sublist onto stacks when it has 2 or more elements.]

If BEG < LOC -1, then :-

TOP := TOP + 1, LOWER[TOP] := BEG,

UPPER[TOP] = LOC -1.

1. [Push right sublist onto stacks when it has 2 or more elements.]

If LOC + 1 < END, then:

TOP := TOP + 1, LOWER[TOP] := LOC + 1,

UPPER[TOP] := END.

[End of if structure.]

1. Exit

**EXERCISES**

1. Construct a program in Python to solve the following.

This exercise will demonstrate how recursion can simplify solution of some complicated problems. It addresses the problem of making combinations of a certain size out of a total group of elements. For example, if we have twenty different books to pass out to four students, we can easily see that - to be equitable - we should give each student five books. But how many combinations of five books can be made out of a group of twenty books? There is a mathematical formula to solve this problem. Given that C is the total number of combinations, Group is the total size of the group to pick from, Members is the size of each subgroup, and Group > = Members,

*C(Group,Members)=*

* 1. Find C (4, 3).

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

* 1. Find C (6, 4) and record your observations.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement in Python, the recursive solution for factorial. Demonstrate its use in a program.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement the recursive algorithm for the problem *Towers of Hanoi* in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement the *Ackermann Function* in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement the algorithm A9.2 in Python and demonstrate its use for the following lists.
   * 1. 44, 33, 11, 55, 77, 90, 40, 60, 99, 22, 88, 66
     2. D, A, T, A, S, T, R, U, C, T, U, R, E, S

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Implement algorithms to insert and delete items in queue data structure***

**QUEUE**

A queue is a linear list of elements in which deletions can take place only at one end, called the *front*, and insertions can take place only at the other end, called the *rear*. Queues are also called first-in first-out (FIFO) lists, since the first element in a queue will be the first element out of the queue. In other words, the order in which elements enter a queue is the order in which they leave. This contrasts with stacks, which are last-in first-out (LIFO) lists.

An important example of a queue in computer science occurs in a timesharing system, in which programs with the same priority form a queue while waiting to be executed.

In general, queues are used in situations where a fairness criterion is to be adopted by rendering services on the basis of order of request.

Array implementation of queues requires a linear array **elements** for containing queue elements, and two integer variables: **front**, to hold the array index of the front element of queue; and **rear**, to hold the array index of the rear element of queue.

Adding an element to a queue is called ENQUEUE operation and removing an element from a queue is called DEQUEUE operation.

**ALGORITHMS**

**Algorithm A10.1: ADDONE (i)**

This algorithm increments a number i using modulo arithmetic, so the number returned is always greater than -1 and less than the total size of the array used to hold the queue.

1. i=(i+1) mod maxlength
2. Return i

**Algorithm A10.2: MAKENULL (Q)**

This algorithm initializes the queue structure, so that it holds nothing. This structure has two integer memebers, front and rear, and an array member, elements.

1. Q.front = 0
2. Q.rear = maxlength-1

**Algorithm A10.3: EMPTY (Q)**

This returns TRUE iff Q does not contain any element.

1. If ADDONE (Q.rear) = Q.front return TRUE
2. Return FALSE

**Algorithm A10.4: FRONT (Q)**

This algorithm is a function that returns the first element on queue Q.

1. If EMPTY (Q) then write ‘queue is empty’
2. Else return Q.elements[Q.front]

**Algorithm A10.5: ENQUEUE (x, Q)**

This algorithm inserts element x at the end of queue Q.

1. If ADDONE(ADDONE(Q.rear)) = Q.front then write ‘queue is full’
2. Else:
3. Q.rear = ADDONE (Q.rear)
4. Q.elements [Q.rear] = x

**Algorithm A10.6: DEQUEUE (var Q: QUEUE)**;

This algorithm deletes the first element of queue Q.

1. If EMPTY (Q) then write ‘queue is empty’
2. Else Q.front = ADDONE (Q.front)

**EXERCISES**

1. Construct the queue class and implement the above algorithms in Python.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |  | |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Investigate the purpose of algorithm ADDONE. (*Hint*: Consider the case i = maxlength).

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |

1. In the light of your answer to exercise (b), is it just to call Q.elementsa **circular array**? Explain.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement EMPTY, ENQUEUE, DEQUEUE algorithms in Python using linked list.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Implement priority queue in Python using
2. Linked list.
3. Arrays

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Implement sorting algorithms on a list of elements***

**INSERTION SORT**

Suppose an array A with *n* elements A[1], A[2], …., A[N] is in memory. The insertion sort algorithm scans A from A [1] to A [N], inserting each element A[K] into its proper position in the previously sorted sub array A[1], A[2], …, A[K-1]. That is:

Pass 1. A[1] by itself is trivially sorted.

Pass 2. A[2] is inserted either before or after A[1] so that: A[1], A[2] is sorted.

Pass 3. A[3] is inserted into its proper place in A[1], A[2], that is, before A[1],

between A[1] and A[2], or after A[2], so that: A[1], A[2],A[3] is sorted.

Pass 4. A[4] is inserted into its proper place in A[1], A[2], A[3] so that:

A[1], A[2], A[3], A[4] is sorted.

…………………………………………………………………………………...

Pass N. A[N] is inserted into its proper place in A[1],A[2],…,A[N-1] so that:

A[1], A[2],……,A[N] is sorted.

This sorting algorithm is frequently used where *n* is small. There remains only the problem of deciding how to insert A[K] in its proper place in the sorted sub array A[1], A[2],…A[K-1]. This can be accomplished by comparing A[K] with A[K-1], comparing A[K] with A[K-2], comparing A[K] with A[K-3], and so on, until first meeting an element A[J] such that A[J] <= A[K]. Then each of the elements A[K-1], A[K-2],. ….,A[J+1] is moved forward one location, and A[K] is then inserted in the (J+1)th position in the array.

The algorithm is simplified if there always is an element A[J] such that A[J]<=A[K] ; otherwise we must constantly check to see if we are comparing A[K] with A[1]. This condition can be accomplished by introducing a sentinel element A[0] = - ∞ (or a very small number).

**SHELL SORT**

Shell sort is a generalization of insertion sort, which exploits the fact that insertion sort works efficiently on input that is already almost sorted. It improves on insertion sort by allowing the comparison and exchange of elements that are far apart. The last step of shell sort is a plain insertion sort, but by then, the array of data is guaranteed to be almost sorted.

The algorithm for shell sort can be defined in two steps:

Step 1: divide the original list into smaller lists.

Step 2: sort individual sub lists using insertion sort.

For dividing the original list into smaller lists, we choose a value *k,* which is known as *increment.* Based on the value of *k,* we split the list into *k* sub lists. For example, if our original list is x[0], x[1], x[2], x[3], x[4],….,x[99] and we choose 5 as the value for increment, *k* then we get the following sub lists :

First \_list = x[0], x[5], x[10], x[15]……x[95]

Second \_list = x[1], x[6], x[11], x[16]……x[96]

Third \_list = x[2], x[7], x[12], x[17]……x[97]

Fourth \_list = x[3], x[8], x[13], x[18]……x[98]

Fifth \_list = x[4], x[9], x[14], x[19]……x[99]

So the ith sub list will contain every kth element of the original list starting from index i–1.

For each iteration, the list is divided and then sorted. If we use the same value of *k,* we will get the same sub lists and every time we will sort the same sub lists, which will not result in the ordered final list. Note that sorting the five sub lists in the above example do not ensure that the full list is sorted. So we need to change the value of *k* for every iteration. Since number of sub lists we get are equal to the value of *k*, so if we decide to reduce the value of *k* after every iteration, we will reduce the number of sub lists also in every iteration. Eventually, when *k* will be set to 1, we will have only one sub lists. Hence we know the termination condition of our algorithm is *k* = 1.

It has been empirically found that larger number of increments gives more efficient results. Also, it is advisable not to use sequences like 1,2,4,8…. or 1,3,6,9…. since they may give almost the same elements in the sub lists to compare and sort which will not result in better performance.

**Algorithms**

**Algorithm A11.1: INSERTION(A, N)**

This algorithm sorts the array A with N elements using insertion sort.

1. Set A[0] : = - ∞[Initializes sentinel element]
2. Repeat steps 3 to 5 for k = 2,3,……N:
3. Set TEMP : = A[K] and PTR : = K-1
4. Repeat while TEMP < A[PTR] :
5. Set A [PTR + 1]: = A [PTR]. [Moves element forward.]
6. Set PTR : = PTR – 1

[End of loop]

1. Set A[PTR + 1] : = TEMP [Insert element in proper place]

[End of Step 2 loop]

1. Return

**Algorithm A11.2: SHELL(Num, N, key)**

This algorithm sorts the array Num with N elements using Shell sort.

1. Set k: = int (N/2)
2. While k > 0 do:
   1. For i from k to N-1, Repeat steps b, c, and e
   2. Set Key : = Num[i] and j : = i
   3. While j = k and Num[j – k] > key, Repeat step d
   4. Swap Num[j] and Num[j – k]
   5. Set k : = int ( k/2.2)
3. Use Insertion sort to sort remaining array of data.

**Exercises**

1. Implement algorithms A11.1 and A11.2 in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Analyze algorithm A11.1 for the worst case. Express your results in Big O notation.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Analyze algorithm A11.2 for the worst case. Express your results in Big O notation.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

Lab Session 12

#### 

***Implement Binary Tree Algorithms***

**TREES**

Trees are one of the most important data structures. They come in many forms. They provide natural representations for many kinds of data that occur in applications, and they are useful for solving a wide variety of algorithmic problems.

A tree is a collection of elements called *nodes*, one of which is distinguished as a *root*, with a relation (“parenthood”) that places a hierarchical structure on the nodes. A node, like an element of a list, can be of any data type.

A structure with a unique starting node (the root), in which each node is capable of having *at most* two child nodes, and in which a unique path exists from the root to every other node is called a **binary tree**.

2

7

6

4

8

5

3

**Fig 12.1 Expression Tree (An application of binary tree)**

Relationships inside the tree are described using a mixture of family and tree-like terminology. The root node has two children: the node containing 7 is its left child and the one containing 6 is its right child. These two nodes are also said to be siblings. The nodes containing 8 and 4 are also siblings. The parent of node 5 is node 7. Node 3 is a descendant of node 7 and node 7 is an ancestor of node 3. A node that does not have any children is a leaf node. The depth of a node indicates how many edges are between it and the root node. The root node has a depth of zero. Nodes 7 and 6 have a depth of one and node 3 has a depth of three. The height or depth of a tree is the maximum depth of any node.

A binary tree has a natural implementation in linked storage. In the implementation to follow, the pointer variable **root** points to the root of the tree. With this pointer variable, it is easy to recognize an empty binary tree as precisely the condition root = NULL, and to create a new, empty binary tree we need only assign its root pointer to NULL.

One of the most important operations on a binary tree is traversal, moving through all the nodes of the binary tree, visiting each one in turn. As for traversal of other data structures, the action we shall take when we visit each node will depend on the application. For lists, the nodes come in a natural order from first to last, and traversal follows the same order. For trees, however, there are many different orders in which we can traverse all the nodes. Let V, L and R respectively represent visiting root, traversing left subtree, and traversing right subtree. There are three standard traversal orders.

1. PREorder: V L R

2. INorder: L V R

3. POSTorder : L R V

These three names are chosen according to the step at which the given node is visited. With PREorder traversal, the root is visited before the subtrees; with INorder traversal, root is visited between them; and with POSTorder traversal, the root is visited after both of the subtrees.

As an example, consider the following binary tree:

1

2

3

1. 5

PREorder: 1 2 3 4 5

INorder: 4 3 5 2 1

POSTorder: 4 5 3 2 1

The choice of the names PREorder, INorder, and POSTorder for the three most important traversal methods is not accidental, but relates closely to a motivating example of considerable interest, that of expression trees.

An expression tree is built from simple operators of an (arithmetic or logical) expression by placing operands as the leaves of a binary tree and the operators as the interior nodes. For example,

|  |
| --- |
| a – (b x c) |

\_\_

a x

b c

|  |
| --- |
| (a < b) or (c < d) |

or

< <

a b c d

**ALGORITHMS**

Declarations

Create a class TreeNode to represent the nodes of tree. Each node will have an instance variable to hold a reference to the data of the node and also variables for references to the left and right children. None object will be used for representing empty subtrees.

Using TreeNode we can easily create linked structures that directly mirror the binary trees.

For example, here's some code that builds a simple tree with three nodes:

left = TreeNode (1)

right = TreeNode (3)

root = TreeNode (2 , left , right)

**Algorithm A12.1: PREorder Traversal**

def traverse (tree) :

if tree is not empty :

process data at tree 's root # preorder traversal

traverse (tree 's left subtree)

traverse (tree 's right subtree)

Applying this algorithm to the tree in Figure 12.1 processes the nodes in the order 2, 7, 5, 3, 6, 8, 4.

**Algorithm A12.2: INorder Traversal**

def traverse (tree) :

if tree is not empty :

traverse (tree 's left subtree)

process data at tree 's root # inorder traversal

traverse (tree 's right subtree)

Applying this algorithm to the tree in Figure 12.1 processes the nodes in the order 7, 3, 5, 2, 8, 6, 4

**Algorithm A12.3: POSTorder Traversal**

def traverse (tree) :

if tree is not empty :

traverse (tree 's left subtree)

traverse (tree 's right subtree)

process data at tree 's root # inorder traversal

Applying this algorithm to the tree in Figure 12.1 processes the nodes in the order 3, 5, 7, 8, 4, 6, 2.

**EXERCISES**

a) Draw expression tree for the following infix expressions and then give their postfix and prefix expressions.

1. log n!
2. (A+B) \* (C + log (D+E!) – sin (G/H))
3. x=(-b ± √ (b2 - 4ac) ) / 2a

b) Write a function TreeSize that will count all the nodes of a linked binary tree.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

c) Write a function ClearTree that will traverse a binary tree (in whatever order you find works best) and assign zero at all the nodes.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

d) Implement an algorithm to perform a double-order traversal of a binary tree, meaning that each node of the tree, the algorithm first visits the node, then traverses the left subtree (in double order), then visits the node again, then traverses its right subtree (in double order).

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Implement heaps and practice following operations***

***i. Insertion***

***ii. Deletion***

1. ***Sorting***

**HEAP**

A particular kind of binary tree, called a heap, has the following two properties:

* 1. The value of each node is greater than or equal to the values stored in each of its children.
  2. The tree is perfectly balanced, and the leaves in the last level are all in the leftmost positions.

To be exact, these two properties define a max heap. If “greater” in the first property is replaced with “less,” then the definition specifies a min heap. This means that the root of a max heap contains the largest element, whereas the root of a min heap contains the smallest. A tree has the heap property if each non leaf has the first property. Due to the second condition, the number of levels in the tree is O(log n).

Elements in a heap are not perfectly ordered. We know only that the largest element is in the root node and that, for each node, all its descendants are less than or equal to that node.

An important observation is that because a complete binary tree is so regular, it can be represented in an array and no links are necessary. The array in Figure 13.2 corresponds to the heap in Figure 13.1

Figure 13.1- A complete binary tree

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | A | B | C | D | E | F | G | H | I | J |  |  |  |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 |

Figure 13.1- Array implementation of complete binary tree

For any element in array position i, the left child is in position 2i, the right child is in the cell after the left child (2i+1), and the parent is in position i/2. Thus, not only are links not required, but the operations required to traverse the tree are extremely simple and likely to be very fast on most computers.

**ALGORITHMS**

## Algorithm A13.1 : HeapInsertion (A[],x)

This algorithm will insert a new value x in a already created heap that is implemented as array A

1. Add a new element x to the end of an array A[]
2. Sift up the new element, while heap property is broken. Sifting is done as following: compare node's value with parent's value. If they are in wrong order, swap them.

## Algorithm A13.2: HeapDelete (A[],x)

This algorithm will delete the minimum value in case on Min heap or maximum in case of Max heap which is the root of heap and store in x.

1. Set x:= A[1]
2. Copy the last value in the array to the root;
3. Decrease heap's size by 1;
4. Sift down root's value. Sifting is done as following:

if current node has no children, sifting is over;

if current node has one child: check, if heap property is broken, then swap current node's value and child value; sift down the child;

if current node has two children: find the smallest of them. If heap property is broken, then swap current node's value and selected child value; sift down the child.

## Algorithm A13.3: HeapSort (A[],B[])

Let B is the list of unsorted elements .Heap sort algorithm is divided into two basic parts:

1. Creating a Heap A of the unsorted list/array B.
2. Then a sorted array is created by repeatedly removing the largest/smallest element from the heap, and inserting it into the array B. The heap is reconstructed after each removal.

**EXERCISES**

1. Implement above algorithms in Python.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

**8**

**22 33**

**25 44 40 55**

**55 33**

b)

Consider the given Heap and insert item 11 using relevant algorithm and show result.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

c)Test Heapsort program with following data and show result

**(a) 44, 33, 11, 55, 77, 90, 40, 60, 99, 22, 88, 66**

**(b) D, A, T, A, S, T, R, U, C, T, U, R, E, S**

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
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#### 

***Implement graph and practice its traversal algorithms.***

**GRAPHS**

Graphs are used to model a wide variety of problems in many different application areas. A graph is a set of **vertices** and the set of **edges** that connect the vertices. The edges can be classified as directed or undirected.

**B D**

**A**

**C E**

Figure 24.1 Sample Directed Graph

A **directed edge** is a one-way edge and an **undirected edge** is a bidirectional edge. In addition to naming the vertices and edges, attributes can be assigned to the edges and vertices such as a **weight** to an edge.

We will refer to a graph G as the set V of vertices and the set E of edges. Formally,

Mathematicians use the cardinality notation (for example, | V |) to indicate the number of elements in the set.

The term **degree** refers to the number of edges connected to a vertex. For a directed graph, a vertex has both an **in-degree** and an **out-degree** referring to the number of incoming edges and outgoing edges, respectively. Many problems and questions related to graphs require finding paths between vertices. A path from one vertex to another is a sequence of vertices such that there is an edge between each pair of consecutive vertices in the sequence. Most graphs with V vertices have at least V- I edges or the graph is not connected. Formally, a graph is **connected** if for every pair of vertices, there is a path between those two vertices.

In the coming sections adjacency list and its implementation would be discussed. Moreover, two fundamental graph algorithms known as the breadth-first search and depth-first search would be covered.

**ADJACENCY LIST**

The adjacency list of a given vertex V is the list of all adjacent vertices of V. The adjacency list representation is more commonly used since most graphs in real-world applications are sparse.

|  |  |  |  |
| --- | --- | --- | --- |
| **A** |  | **B** |  |
| **B** |  | **C** | **D** |
| **C** |  | **A** | **D** |
| **D** |  | **E** |  |
| **E** |  |  |  |

Figure 14.3 Adjacency list for the above graph

Using the built-in list data type, the following example shows a possible Python representation of the graph using a weight of one for each edge. The example also shows how to access the vertices and edges.
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Python's built-in dictionary is highly optimized and is generally a good choice to use for implementing your own data structures. The common way to implement a graph using a dictionary is to use the vertices as keys with each vertex key mapping to another dictionary that has the adjacent vertices as its keys. In the nested dictionary, each adjacent vertex key maps to the information about the edge (e.g., we could store the weight or a name for the edge as the value). For our sample graph, the dictionary representation and the results of accessing some of the items is the following:
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The Python dictionary implementation also makes it easy to iterate over the vertices and over the adjacent vertices for a given vertex as the following code fragment shows.
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The output of the code fragment is
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**ALGORITHMS**

In many problems, we wish to investigate all the vertices in a graph in some systematic order, just as with binary trees. In tree traversal, we had a root vertex with which we generally started; in graph, we do not have any one vertex singled out as special, and therefore the traversal may start at an arbitrary vertex. Although there are many possible orders for visiting the vertices of a graph, two methods are of particular importance.

**Algorithm A14.1: Depth-First Traversal**

dfs(g)

for each vertex v in graph g :

set v ' s starting time to 0

t = 0

for each vertex v in g :

if v ' s start time i s 0 :

df s\_traverse (g , v)

df s\_traverse(g , v)

t += 1

set v ' s start time to t

f or each vertex u adjacent to v :

if u ' s start time i s 0 :

set u ' s parent to v

dfs\_traverse( g , u)

t += 1

set v ' s end time to t

**Algorithm A14.2: Breadth-First Traversal**

set parent of each vertex to a default value such as None/NULL

set distance f or source vertex to 0

insert source vertex into queue

While queue is not empty

remove a vertex v from queue

for each vertex v adjacent to v

if w's parent is None/NULL

set w's parent to v

set w's distance to 1 + v's distance

insert vertex w into queue

**EXERCISES**

1. A graph is **regular** if every vertex has the valence (that is, if it is adjacent to the same number of other vertices). For a regular graph, a good implementation is to keep the vertices in a linked list and the adjacency lists contiguous. The length of all the adjacency lists is called the **degree**of the graph. Write code snippet in Python for this implementation of regular graphs.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Write a Python function ReadGraph that will read from the shell the vertices in an undirected graph and lists of adjacent vertices.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Write a Python function WriteGraph that will write pertinent information specifying a graph to the shell.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Use the functions ReadGraph and WriteGraph to implement and test the ***breadth-first*** traversal algorithm.

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

1. Use the functions ReadGraph and WriteGraph to implement and test the ***depth-first*** traversal algorithm.
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|  |  |  |
| --- | --- | --- |
| **DEPARTMENT OF COMPUTER & INFORMATION SYSTEMS ENGINEERING**  **BACHELORS IN COMPUTER SYSTEMS ENGINEERING**    **RUBRIC** | | |
| Course Code and Title: CS-218 Data Structures and Algorithms  Week #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Lab #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Assigned problem: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | | |
| **CRITERIA AND SCALES** | | |
| **Criterion 1: To what level has the student understood the problem?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student has no idea of the problem. | The student has incomplete idea of the problem. | The student has complete idea of the problem. |
| **Criterion 2: To what extent has the student implemented the solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution has not been implemented. | The solution is syntactically correct but has logical errors. | The solution is syntactically and logically correct for the stated problem parameters. |
| **Criterion 3: How efficient is the proposed solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution does not address the problem adequately. | The solution exhibits redundancy and partially covers the problem. | The solution is computationally efficient and covers all aspects of the problem. |
| **Criterion 4: How did the student answer questions relevant to the task?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student answered few questions relevant to the solution. | The student answered most of the questions relevant to the solution. | The student answered all the questions relevant to the solution. |
|  | | |

|  |  |  |
| --- | --- | --- |
| **DEPARTMENT OF COMPUTER & INFORMATION SYSTEMS ENGINEERING**  **BACHELORS IN COMPUTER SYSTEMS ENGINEERING**    **RUBRIC** | | |
| Course Code and Title: CS-218 Data Structures and Algorithms  Week #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Lab #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Assigned problem: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | | |
| **CRITERIA AND SCALES** | | |
| **Criterion 1: To what level has the student understood the problem?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student has no idea of the problem. | The student has incomplete idea of the problem. | The student has complete idea of the problem. |
| **Criterion 2: To what extent has the student implemented the solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution has not been implemented. | The solution is syntactically correct but has logical errors. | The solution is syntactically and logically correct for the stated problem parameters. |
| **Criterion 3: How efficient is the proposed solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution does not address the problem adequately. | The solution exhibits redundancy and partially covers the problem. | The solution is computationally efficient and covers all aspects of the problem. |
| **Criterion 4: How did the student answer questions relevant to the task?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student answered few questions relevant to the solution. | The student answered most of the questions relevant to the solution. | The student answered all the questions relevant to the solution. |
|  | | |
| **DEPARTMENT OF COMPUTER & INFORMATION SYSTEMS ENGINEERING**  **BACHELORS IN COMPUTER SYSTEMS ENGINEERING**    **RUBRIC** | | |
| Course Code and Title: CS-218 Data Structures and Algorithms  Week #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Lab #: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Assigned problem: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ | | |
| **CRITERIA AND SCALES** | | |
| **Criterion 1: To what level has the student understood the problem?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student has no idea of the problem. | The student has incomplete idea of the problem. | The student has complete idea of the problem. |
| **Criterion 2: To what extent has the student implemented the solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution has not been implemented. | The solution is syntactically correct but has logical errors. | The solution is syntactically and logically correct for the stated problem parameters. |
| **Criterion 3: How efficient is the proposed solution?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The solution does not address the problem adequately. | The solution exhibits redundancy and partially covers the problem. | The solution is computationally efficient and covers all aspects of the problem. |
| **Criterion 4: How did the student answer questions relevant to the task?** | | |
| 0 - 2 | 3 - 7 | 8 - 10 |
| The student answered few questions relevant to the solution. | The student answered most of the questions relevant to the solution. | The student answered all the questions relevant to the solution. |
|  | | |